# Hands-on Lab 5: GraphQL Server

**Estimated time: 60 minutes**

## Exercise 1:

## Writing a GraphQL Server

In order to use Relay or any other GraphQL library, you need a server that speaks GraphQL. In this chapter, we’re going to write a backend GraphQL server with NodeJS and other technologies we’ve used in earlier chapters.

We’re using Node because we can leverage the tooling used elsewhere in the React ecosystem, and Facebook targets Node for many of their backend libraries. However, there are GraphQL server libraries in every popular language, such as [Ruby](https://github.com/rmosolgo/graphql-ruby)[[1]](#footnote-1), [Python](https://github.com/graphql-python/graphene)[[2]](#footnote-2), and [Scala](https://github.com/sangria-graphql/sangria)[[3]](#footnote-3). If your existing backend uses a framework in a language other than JavaScript, such as Rails, it might make sense to look into a GraphQL implementation in your current language.

The lessons we’ll go over in this section, such as how to design a schema and work with an existing SQL database, are applicable to all GraphQL libraries and languages. We encourage you to follow along with the section and apply what you learn to your own projects, regardless of language. Let’s get to it!

## Special setup for Windows users

Windows users require a little additional setup to install the packages for this chapter. Specifically, the sqlite3 package that we use can be a bit difficult to install on some Windows versions.

1. Install **windows-build-tools**

windows-build-tools allows you to compile native Node modules, which is necessary for the sqlite3 package.

After you’ve setup Node and npm, install windows-build-tools globally:

npm install --global --production windows-build-tools

2. Add **python** to your PATH

After installing windows-build-tools, you need to ensure python is in your PATH.

This means that typing python into your terminal and pressing enter should invoke Python.

windows-build-tools installs Python here:

C:**\<**Your User>**\.**windows-build-tools**\p**ython27

Python comes with a script to add itself to your PATH.

To run that script in PowerShell:

1 > $env:UserProfile**\.**windows-build-tools**\p**ython27**\s**cripts**\w**in\_add2path.py
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After running this, you must restart your computer. Sometimes just restarting PowerShell works.

In any case, you can verify that Python is properly installed by invoking python in the terminal. Doing so should start a Python console:

1 > python

### Game Plan

At a high-level, here’s what we’re going to do:

* Create an [Express](http://expressjs.com/)[[4]](#footnote-4) HTTP server
* Add an endpoint which accepts GraphQL requests
* Construct our GraphQL schema
* Write the glue-code that resolves data for each GraphQL field in our schema
* Support GraphiQL so we can debug and iterate quickly

The schema we’re going to draft is going to be for a social network, a sort of “Facebook-lite,” backed by a SQLite database. This will show common GraphQL patterns and techniques to efficiently engineer GraphQL servers talking to existing data stores.

### Express HTTP Server

Let’s start setting up our web server. Create a new directory called graphql-server and run some initial npm commands:

$ mkdir graphql-server

$ cd ./graphql-server

$ npm init

*# hit enter a bunch, accept the defaults*

$ npm install babel-register@6.3.13 babel-preset-es2015@6.3.13 express@4.13.3 --save --save-exact

$ echo '{ "presets": ["es2015"] }' > .babelrc

Let’s run through what happened: we created a new folder called graphql-server and then jumped inside of it. We ran npm init, which creates a package.json for us. Then we installed some dependencies, Babel and Express. The name Babel should be familiar from earlier chapters - in this case, we installed babel-register to transpile NodeJS files and babel-preset-es2015 to instruct Babel on how to transpile said files. The final command created a file called .babelrc, which configured Babel to use the babel-preset-es2015 package.

Create a new file named index.js, open it, and add these lines:

require('babel-register');

require('./server');

Not a lot going on here, but it’s important. By requiring babel-register, every subsequent call to require (or import when using ES2015) will go through Babel’s transpiler. Babel will transpile the files according to the settings in .babelrc, which we configured to use the es2015 settings.

For our next trick, create a new file named server.js. Open it and add a quick line to debug that our code is working:

console.log({ starting: **true** });

If you run node index.js, you should see this happen:

$ node index.js

{ starting: true }

Wonderful start! Now let’s add some HTTP.

Express is a very powerful and extensible HTTP framework, so we’re not going to go too in-depth; if you’re ever curious to learn more about it, check out their [documentation](http://expressjs.com/)[[5]](#footnote-5).

Open up server.js again and add code to configure Express:

console.log({ starting: **true** });

**import** express from 'express';

**const** app = express();

app.use('/graphql', (req, res) => {

res.send({ data: **true** });

});

app.listen(3000, () => {

console.log({ running: **true** });

});

The first few lines are straight-forward - we import the express package and create a new instance (you can think of this as creating a new server). At the end of the file, we tell that server to start listening for traffic on port 3000 and show some output after that’s happening.

But before we start the server, we need to tell it how to handle different kinds of requests. app.use is how we’re going to do that today. It’s first argument is the path to handle, and the second argument is a handler function. req and res are shorthand for “request” and “response”, respectively. By default, paths registered with app.use will respond on all HTTP methods, so as of now GET /graphql and POST /graphql do the same thing.

Let’s give a shot and test it out. Run your server again with node index.js, and in a separate terminal fire off a cURL:

**$ node index.js**

{ starting: true }

{ running: true }

**$ curl -XPOST http://localhost:3000/graphql**

{"data":true}

**$ curl -XGET http://localhost:3000/graphql**

{"date":true}

We have a working HTTP server! Now time to “do some GraphQL,” so to speak.
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### Adding First GraphQL Types

We need to install some GraphQL libraries; stop your server if it’s running, and run these commands:

$ npm install graphql@0.6.0 express-graphql@0.5.3 --save --save-exact

Both have “GraphQL” in their name, so that should sound promising. These are two libraries maintained by Facebook and also serve as reference implementations for GraphQL libraries in other languages.

The [graphql](https://github.com/graphql/graphql-js) [library1](https://github.com/graphql/graphql-js)23 exposes APIs that let us construct our schema, and then exposes an API for resolving raw GraphQL document strings against that schema. It can be used in any JavaScript application, whether an Express web server like in this example, or another servers like Koa, or even in the browser itself.

In contrast, the [express-graphql](https://github.com/graphql/express-graphql) [package](https://github.com/graphql/express-graphql)124 is meant to be used only with Express. It handles ensuring that HTTP requests and responses are correctly formatted for GraphQL (such dealing with the content-type header), and will eventually allows us to support GraphiQL with very little extra work.

Let’s get to it - open up server.js and add these lines after you create the app instance:

**const** app = express();

**import** graphqlHTTP from 'express-graphql';

**import** { GraphQLSchema, GraphQLObjectType, GraphQLString } from 'graphql';

**const** RootQuery = **new** GraphQLObjectType({

name: 'RootQuery',

description: 'The root query',

fields: {

viewer: {

type: GraphQLString,

resolve() {

**return** 'viewer!';

}

}

}

});

**const** Schema = **new** GraphQLSchema({

query: RootQuery

});

app.use('/graphql', graphqlHTTP({ schema: Schema }));

Note that we’ve changed our previous arguments to app.use (this replaces the app.use from before).

There’s a bunch of interesting things going on here, but let’s skip to the good part first. Start up your server (node index.js) and run this cURL command:

$ curl -XPOST -H 'content-type:application/graphql' http://localhost:3000/graphql -d '{ viewer }'

{"data":{"viewer":"viewer!"}}

If you see the above output then your server is configured correctly and resolving GraphQL requests accordingly.

Now let’s walk through how it actually works.

First we import some dependencies from the GraphQL libraries:

**import** graphqlHTTP from 'express-graphql';

**import** { GraphQLSchema, GraphQLObjectType, GraphQLString } from 'graphql';

The graphql library exports many objects and you’ll become familiar with them as we write more code.

The first two we use are GraphQLObjectType and GraphQLString:

**const** RootQuery = **new** GraphQLObjectType({

name: 'RootQuery',

description: 'The root query',

fields: {

viewer: {

type: GraphQLString,

resolve() {

**return** 'viewer!';

}

}

}

});

When you create a new instance of GraphQLObjectType, it’s analogous to defining a new class. It’s required that we give it a name and optional (but very helpful for documentation) that we set a description.

The name field sets the type name in the GraphQL schema. For instance, if want to define a fragment on this type, we would write ... on RootQuery in our query. If we changed name to something like AwesomeRootQuery, we would need to change our fragment to ... on AwesomeRootQuery, even though the JavaScript variable is still RootQuery.

That defines the type, now we need to give it some fields. Each key in the fields object defines a new corresponding field, and each field object has some required properties. We need to give it:

* + a type - the GraphQL library exports the basic scalar types, such as GraphQLString.
  + a resolve function to return the value of the field - for now, we have the hard-coded value 'viewer!'.

Next we create an instance of GraphQLSchema:

**const** Schema = **new** GraphQLSchema({

query: RootQuery

});

Hopefully the naming makes it clear that this is the top-level GraphQL object.

You can only resolve queries once you have an instance of a schema - you can’t resolve query strings against object types by themselves.

Schemas have two properties: query and mutation, which corresponds to the two types of operations we discussed earlier. Both of these take an instance of a GraphQL type, and for now we just set the query to RootQuery.

One quick note on naming things (one of the Hard Problems of computer science): we generally refer to the top-level query of a schema as the root. You’ll see many projects that have similar RootQuerynamed types.

Finally we hook it all up to Express:

app.use('/graphql', graphqlHTTP({ schema: Schema }));

Instead of manually writing a handler function, the graphqlHTTP function will generate one using our Schema. Internally, this will grab our GraphQL query from the request and hand it off to the main GraphQL library’s resolving function.

### Adding GraphiQL

Earlier we used GraphQLHub’s hosted instance of GraphiQL, the GraphQL IDE. What if I told you that you could add GraphiQL to our little GraphQL server with just one change?

Try adding the graphiql: true option to graphqlHTTP:

app.use('/graphql', graphqlHTTP({ schema: Schema, graphiql: **true** }));

Restart your server, head to Chrome, and open http://localhost:3000/graphql. You should see something like this:
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Empty GraphiQL

If you open the “Docs” sidebar, you’ll see all the information we entered about our Schema - the RootQuery, the description, and it’s viewer field:

![](data:image/jpeg;base64,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)

Server Docs You’ll also get auto-complete for our fields:

![](data:image/jpeg;base64,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)

Server Autocomplete

![](data:image/png;base64,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)We get all of this goodness for free by using graphql-express.

It’s also possible to setup GraphiQL if you’re using another JavaScript framework or an entirely different language, read GraphiQL’s documentatio[n](https://github.com/graphql/graphiql#getting-started)[[7]](#footnote-7) for details.

You’ll notice that our typeahead suggests some interesting fields like \_\_schema, even though we didn’t define that. This is something we’ve alluded to throughout the chapter: GraphQL’s introspection features.
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Server Introspection

Let’s dig into it a bit further.

### Introspection

Go ahead and run this GraphQL query inside of our server’s GraphiQL instance:

{

\_\_schema {

queryType {

name

fields {

name

type {

name

}

}

}

}

}

\_\_schema is a “meta” field that automatically exists on every GraphQL root query operation. It has a whole tree of its own types and their fields, which you can read about in the [GraphQL introspection spec](https://facebook.github.io/graphql/#sec-Schema-Introspection)[[8]](#footnote-8). GraphiQL’s auto-complete will also give you helpful information and let you explore the possibilities of \_\_schema and the other introspection field, \_\_type.

After running that query, you’ll get some data back like this:

{

**"data"**: {

**"\_\_schema"**: {

**"queryType"**: {

**"name"**: "RootQuery",

**"fields"**: [

{

**"name"**: "viewer",

**"type"**: {

**"name"**: "String"

}

}

]

}

}

}

}

This is essentially a JSON description of our server’s schema. This is how GraphiQL populates it’s documentation and auto-complete, by issuing an introspection query as the IDE boots up. Since every GraphQL server is required to support introspection, tooling is often portable across all GraphQL servers (again, regardless of the language or library they were implemented with).

We won’t do anything else with introspection for this chapter, but it’s good to know that it exists and how it works.

### Mutation

So far we’ve set the root query of our schema, but we mentioned that we can also set the root mutation. Remember from earlier that mutations are the correct place for “writes” to happen in GraphQL - whenever you want to add, update, or remove data, it should occur through a mutation operation. As we’ll see, mutations differ very little from queries other than the implicit contract that writes should not happen in queries.

To demonstrate mutations, we’ll create a simple API to get and set in-memory node objects, similar to the idiomatic Node pattern we described earlier. For now, instead of returning objects that implement a Node interface, we’re going to return a string for our nodes.

Let’s start by importing some new dependencies from the GraphQL library:

**import** { GraphQLSchema, GraphQLObjectType, GraphQLString,

GraphQLNonNull, GraphQLID } from 'graphql';

GraphQLID is the JavaScript analog to the ID scalar type, while GraphQLNonNull is something we haven’t quite covered yet. It turns out that GraphQL’s type system not only tracks the types and interfaces of fields, but also whether or not they can be null. This is especially handy for field arguments, which we’ll get to in a second.

Next we need to create a type for our mutation. Take a second to think about what that code will look like, given that it should be fairly similar to our RootQuery type. What kinds of invocations and properties will we need?

After you’ve given it some thought, compare it to the actual implementation:

**let** inMemoryStore = {};

**const** RootMutation = **new** GraphQLObjectType({

name: 'RootMutation',

description: 'The root mutation',

fields: {

setNode: {

type: GraphQLString,

args: {

id: {

type: **new** GraphQLNonNull(GraphQLID)

},

value: {

type: **new** GraphQLNonNull(GraphQLString),

}

},

resolve(source, args) {

inMemoryStore[args.key] = args.value;

**return** inMemoryStore[args.key];

}

}

}

});

At the very top we initialize a “store” for our nodes. This will only live in-memory, so whenever you restart the server it will clear the data - but you can start to imagine this being a key-value service like Redis or Memcached. Creating an instance of GraphQLObjectType, setting the name, description, and fields should all look familiar.

One new thing here is dealing with field arguments using the args property. Similar to how we set the names of fields with the fields property, the keys of the args object are the names of the arguments allowed by the field.

We specify each argument’s type, wrapped as an instance of GraphQLNonNull. For arguments, this means that the query must specify a non-null value for each argument. Our resolve function takes this into account - resolve gets passed several arguments, the second of which is an object containing the field arguments (we’ll touch on source later on).

When we set a value in inMemoryStore, that is the “write” of our mutation. We also return a value in the resolve function, to cooperate with the type of the setNode field. In this case it happens to be a string, but you can imagine it being a complex type like User or something bespoke for the mutation.

Now that we have our mutation type, we add it to our schema:

**const** Schema = **new** GraphQLSchema({

query: RootQuery,

mutation: RootMutation,

});

For one last bit of housekeeping, we’ll go ahead and add a node field to our query:

fields: {

viewer: {

type: GraphQLString,

resolve() {

**return** 'viewer!';

}

},

node: {

type: GraphQLString,

args: {

id: {

type: **new** GraphQLNonNull(GraphQLID)

}

},

resolve(source, args) {

**return** inMemoryStore[args.key];

}

}

}

Restart your server and give this query a run in GraphiQL:

mutation {

setNode(id: "id", value: "a value!")

}

Notice that we have to explicitly state the mutation operation type, since GraphQL assumes query otherwise. Running the mutation should return the new value:

{

**"data"**: {

**"node"**: "a value!"

}

}

You can then confirm that the mutation worked by running a fresh query:

query {

node(id: "id")

}

Mutations aren’t too conceptually complicated, and most apps will need them to write data back to the server eventually. Relay has a slightly more rigorous pattern to defining mutations, which we’ll get to in due time.

This mutation changed an in-memory data structure, but most products’ data lives in datastores like Postgres or MySQL. It’s time to explore how we work with those environments.

### Rich Schemas and SQL

As we mentioned earlier, we’re going to build a small Facebook clone using SQLite. It’s going to show how to communicate with a database, how to handle authorization and permissions, and some performance tips to make it runs smoothly.

Before we dive into the code, here’s what our database is going to look like:

* A users table, which has id, name, and about columns
* A users\_friends table, which has user\_id\_a, user\_id\_b, and level columns
* A posts column, which has body, user\_id, level, and created\_at columns

The level columns are going to represent a hierarchical “privacy” setting for friendships and posts. The possible levels we’ll use are top, friend, acquaintance, and public. If a post has a level of acquaintance, then only friends with that level or “higher” can see it. public posts can be seen by anyone, even if the user isn’t a friend.

To implement this in NodeJS, we’re going to use the [node-sql](https://github.com/brianc/node-sql)[[9]](#footnote-9) and [sqlite3](https://github.com/mapbox/node-sqlite3)[[10]](#footnote-10) packages. There are many options when working with database in NodeJS, and you should do your own research before using any mission-critical libraries in production, but these should suffice for our learning.

### Setting Up The Database

Time to install some more libraries! Run this to add them to our project:

$ npm install sqlite@0.0.4 sqlite3@3.1.3 --save --save-exact

$ mkdir src

We’ll eventually want three files. On macOS or Linux, you can run:

$ touch src/tables.js src/database.js src/seedData.js

Windows users can create them as we go.

Now let’s create a database. SQLite databases exist in files, so there’s no need to start a separate process or install more dependencies. For legibility, we’re going to start splitting our code into multiple files, which is the set of files we created with touch.

First we define our tables - you can read node-sql’s documentation for specifics, but it’s pretty legible. Open up tables.js and add these definitions:

**import** sql from 'sql';

sql.setDialect('sqlite');

**export const** users = sql.define({

name: 'users',

columns: [{

name: 'id',

dataType: 'INTEGER',

primaryKey: **true**

}, {

name: 'name',

dataType: 'text'

}, {

name: 'about',

dataType: 'text'

}]

});

**export const** usersFriends = sql.define({

name: 'users\_friends',

columns: [{

name: 'user\_id\_a',

dataType: 'int',

}, {

name: 'user\_id\_b',

dataType: 'int',

}, {

name: 'level',

dataType: 'text',

}]

});

**export const** posts = sql.define({

name: 'posts',

columns: [{

name: 'id',

dataType: 'INTEGER',

primaryKey: **true**

}, {

name: 'user\_id',

dataType: 'int'

}, {

name: 'body',

dataType: 'text'

}, {

name: 'level',

dataType: 'text'

}, {

name: 'created\_at',

dataType: 'datetime'

}]

});

node-sql lets us craft and manipulate SQL queries using JavaScript objects, similar to how the GraphQL JavaScript library enables us to work with GraphQL. There’s nothing “happening” in this particular file, but we’ll consume the objects it exports soon.

Now we need to create the database and load it with some data. Included with the materials for this course, inside the graphql-server/src directory, is a data.json file.

Go ahead and copy that into the src directory of the project we’re working on. You can also come up with your own data, but the examples we’ll work through will assume you’re using the included data file.

To copy the data from data.json into the database, we need to write a bit of code. First open up src/database.js and define some simple exports:

**import** sqlite3 from 'sqlite3';

**import** \* as tables from './tables';

**export const** db = **new** sqlite3.Database('./db.sqlite');

**export const** getSql = (query) => {

**return new** Promise((resolve, reject) => {

console.log(query.text);

console.log(query.values);

db.all(query.text, query.values, (err, rows) => {

**if** (err) {

reject(err);

} **else** {

resolve(rows);

}

});

});

First we define our database file and export it so other code can use it. We also export a getSql function, which will run our queries as asynchronous promises. The GraphQL JS library uses promises to handle asynchronous resolving, which we’ll leverage soon.

Then open up the src/seedData.js file we created earlier and start by adding this createDatabase function:

**import** \* as data from './data';

**import** \* as tables from './tables';

**import** \* as database from './database';

**const** sequencePromises = **function** (promises) {

**return** promises.reduce((promise, promiseFunction) => {

**return** promise.then(() => {

**return** promiseFunction();

});

}, Promise.resolve());

};

**const** createDatabase = () => {

**let** promises = [tables.users, tables.usersFriends, tables.posts].map((table) = > {

**return** () => database.getSql(table.create().toQuery());

});

**return** sequencePromises(promises);

};

Recall that the exports of tables.js are the objects created by node-sql. When we want to create a database query with node-sql, we use the .toQuery() function and then pass it into the getSql function we just wrote in database.js. In plain-English, our new createDatabase function runs queries that create each table. We sequence the promises to make sure all of the tables are created before moving on to any next steps in the promise chain.

After the tables are setup, we need to add our data from data.json. Write this new insertData function next:

**const** insertData = () => {

**let** { users, posts, usersFriends } = data;

**let** queries = [

tables.users.insert(users).toQuery(),

tables.posts.insert(posts).toQuery(),

tables.usersFriends.insert(usersFriends).toQuery(),

];

**let** promises = queries.map((query) => {

**return** () => database.getSql(query);

});

**return** sequencePromises(promises);

};

Similar to createDatabase, we create queries using toQuery and then execute them using getSql.

Finally we tie it all together at the end of the file by invoking our two functions:

createDatabase().then(() => {

**return** insertData();

}).then(() => {

console.log({ done: **true** });

});

To get this code to run, you can invoke this shell command:

$ node -e 'require("babel-register"); require("./src/seedData");'

{ **done**: true }

You should now have a db.sqlite file at the top of your project!

You can use many graphical tools to explore your SQLite database, such as [DBeaver](http://dbeaver.jkiss.org/)[[11]](#footnote-11), or you can verify that it has some data with this one-line command:

$ sqlite3 ./db.sqlite "select count(\*) from users"

Now it’s time to hook up the GraphQL schema to our newly created database.

### Schema Design

In our earlier examples, the resolve functions in our GraphQL schema would just return constant or in-memory values, but now they need to return data from our database. We also need corresponding GraphQL types for our users and posts table, and to add the corresponding fields to our original root query.

Before we dive into the code, we should take a minute to consider how our final GraphQL queries are going to look. Generally it’s a good practice to start with the viewer, since most of our data will flow through that field.

In this case, the viewer will be the current user. A user has friends, so we’ll need a list for that, as well as a connection for the posts authored by that user. The viewer also has a newsfeed, which is a connection to posts authored by other users. We’ll want all of these connections to be idiomatic GraphQL and include features like proper pagination, in case the entire newsfeed or friends list gets too long to compute or send in one response.

Given all of that information, we expect our viewer to enable queries like this:

{

viewer {

friends {

# connection fields for Users

}

posts {

# connection fields for Posts

}

newsfeed {

# connection fields for Posts

}

}

}

Remember that we want all of our objects to also be nodes in a graph, in accordance with idiomatic GraphQL. Eventually, all of the data returned in newsfeed will need to be authorization-aware, taking into account the friendship level between the author of a given post and the viewer.

We should add support for queries that fetch arbitrary nodes using a top-level node(id:) field like this:

{

node(id: "123") {

... on User {

friends {

# friends

}

}

... on Post {

author {

posts {

# connection fields

}

}

body

}

}

}

As we mentioned in an earlier section, this field is valuable to help front-end code re-fetch the current state of any node without knowing it’s position in the hierarchy.

This may be surprising, but the GraphQL convention is to fetch lots of different types of objects from the same top-level node field. SQL databases usually have a different table for each type, and REST APIs use distinct endpoints per type, but idiomatic GraphQL fetches all objects the same way as long as you have an identifier. This also means that IDs need to be globally unique, or else a GraphQL server can’t tell the difference between a User with id: 1 and a Post with id: 1.

### Object and Scalar Types

To start making these queries possible, we’ll create a new file to hold these types called src/types.js.

The first type we need to define is the Node interface. Recall that for a type to be a valid Node, it needs to have a globally-unique id field.

To implement that in JavaScript, we start by importing some APIs and creating an instance of GraphQLInterfaceType:

**import** {

GraphQLInterfaceType,

GraphQLObjectType,

GraphQLID,

GraphQLString,

GraphQLNonNull,

GraphQLList,

} from 'graphql';

**import** \* as tables from './tables';

**export const** NodeInterface = **new** GraphQLInterfaceType({

name: 'Node',

fields: {

id: {

type: **new** GraphQLNonNull(GraphQLID)

}

Aside from using a new class, everything looks familiar to how we create instance of GraphQLObjectType. Notice that the id field does not have a resolve function. Fields in interfaces are not expected to have default implementations of resolve, and even if you do provide one it will be ignored. Instead, each object type that implements Node should define its own resolve (we’ll get to that in a second).

In addition to defining fields, GraphQLInterfaceType instances must also define a resolveType function. Remember that our top-level node(id:) field only guarantees that some kind of Node will be returned, it does not make any guarantees about which specific type. In order for GraphQL to do further resolution (such as using partial fragments, i.e. ... on User), we need to inform the GraphQL engine of the concrete type for a particular object.

We can implement it like this:

**export const** NodeInterface = **new** GraphQLInterfaceType({

name: 'Node',

fields: {

id: {

type: **new** GraphQLNonNull(GraphQLID)

}

},

resolveType: (source) => {

**if** (source.\_\_tableName === tables.users.getName()) {

**return** UserType;

}

**return** PostType;

}

});

The resolveType function takes in raw data as its first argument (in this case, source will be the data returned directly from the database), and is expected to return an instance of GraphQLObjectType that implement the interface. We use the \_\_tableName property of source, which isn’t an actual column in the database - we’ll see how that gets injected later.

We return some objects, UserType and PostType, that we haven’t defined quite yet. Add their definitions below resolveType:

**const** resolveId = (source) => {

**return** tables.dbIdToNodeId(source.id, source.\_\_tableName);

};

**export const** UserType = **new** GraphQLObjectType({

name: 'User',

interfaces: [ NodeInterface ],

fields: {

id: {

type: **new** GraphQLNonNull(GraphQLID),

resolve: resolveId

},

name: {

type: **new** GraphQLNonNull(GraphQLString)

},

about: {

type: **new** GraphQLNonNull(GraphQLString)

}

}

});

**export const** PostType = **new** GraphQLObjectType({

name: 'Post',

interfaces: [ NodeInterface ],

fields: {

id: {

type: **new** GraphQLNonNull(GraphQLID),

resolve: resolveId

},

createdAt: {

type: **new** GraphQLNonNull(GraphQLString),

},

body: {

type: **new** GraphQLNonNull(GraphQLString)

}

}

Most of the code should look similar to everything we’ve been working with so far. We define new instances of GraphQLObjectType, add NodeInterface to their interfaces property, and implement their fields. Some of the fields are wrapped in GraphQLNonNull, which enforces that they must exist. If you don’t provide an implementation of resolve to a field, it will do a simple property lookup on the underlying source data - for example, the name field will invoke source.name.

We do provide an implementation of resolve for id on both of these types, which both use the same resolveId function. Even though our NodeInterface code couldn’t provide a default resolve, we can still share code by referencing the same variable.

Our implementation of resolveId uses tables.dbIdToNodeId, which we haven’t defined in tables.js.

Open up tables.js and add these two new exported functions at the bottom:

**export const** dbIdToNodeId = (dbId, tableName) => {

**return** `**${**tableName**}**:**${**dbId**}**`;

};

**export const** splitNodeId = (nodeId) => {

**const** [tableName, dbId] = nodeId.split(':');

**return** { tableName, dbId };

};

Earlier we mentioned that Node IDs must be globally unique, but looking at our data.json we have some row ID collisions. This is not uncommon in relational databases like Postgres and MySQL, so we have to write some logic which coerces the row integer ID into a unique string. In a production application, you may want to obfuscate IDs to leak less information about your database, but using the raw table name will make it easier to debug for now.

We’re almost ready to run a GraphQL query! Head to server.js, import some of the types we just authored, and change the RootQuery to have only the new node field that we want:

**import** {

NodeInterface,

UserType,

PostType

} from './src/types';

**import** \* as loaders from './src/loaders';

**const** RootQuery = **new** GraphQLObjectType({

name: 'RootQuery',

description: 'The root query',

fields: {

node: {

type: NodeInterface,

args: {

id: {

type: **new** GraphQLNonNull(GraphQLID)

}

},

resolve(source, args) {

**return** loaders.getNodeById(args.id);

}

}

}

});

We also imported a new file, src/loaders.js, which we need to edit. Its purpose will be to expose APIs that load data from the source - we don’t want to clutter our server or top-level schema code with code that directly accesses the database.

Create that src/loaders.js file and add this small function:

**import** \* as database from './database';

**import** \* as tables from './tables';

**export const** getNodeById = (nodeId) => {

**const** { tableName, dbId } = tables.splitNodeId(nodeId);

**const** table = tables[tableName];

**const** query = table

.select(table.star())

.where(table.id.equals(dbId))

.limit(1)

.toQuery();

**return** database.getSql(query).then((rows) => {

**if** (rows[0]) {

rows[0].\_\_tableName = tableName;

}

**return** rows[0];

});

};

This should look similar to the code we wrote in seedData - we use the node-sql APIs to construct a SQL query based on the nodeId provided. Remember that this nodeId is the globally-unique node ID, not a row ID, so we extract the database-specific information with tables.splitNodeId.

One trick we perform is attaching the \_\_tableName property. This helps us in our earlier resolveType function, and anywhere else we may need to tie an object back to its underlying table. It’s safe to add this because we don’t expose the \_\_tableName property explicitly in the GraphQL schema, so malicious consumers can’t access it.

A very subtle but important thing happening with all of this code is that loaders.getNodeById returns a Promise (which is why we can attach the \_\_tableName using .then), and ultimately that promise is returned in resolve. Promises are how GraphQL handles asynchronous field resolution, which usually occurs with database queries and any third-party API calls. If you’re using an API that doesn’t natively support promises, you can refer to the [Promise API](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Promise#Creating_a_Promise)[[12]](#footnote-12) to convert callback-based APIs to promises.

One last step, we need to tell our GraphQLSchema about all the possible types in our schema. You have to do this if you use interfaces, so GraphQL can compute the list of types that implement any interfaces.

**const** Schema = **new** GraphQLSchema({

types: [UserType, PostType],

query: RootQuery,

mutation: RootMutation,

});

And that’s it! Restart your server, open up GraphiQL (still available at http://localhost:3000/graphql), and try this query:

{

node(id:"users:4") {

id

... on User {

name

}

}

}

You should see this data returned:

{

"data": {

"node": {

"id": "users:4",

"name": "Roger"

}

}

}

You can play around with other node IDs, such as "posts:4" and ... on Post. Before we move on, reflect on what’s going on under the hood: we request a particular node ID, which invokes a database call, and then each field gets resolve‘d against the database source data.

We could write a very simple front-end app against our current server at this point, but we have more of our schema to fill-out. Let’s work on some of those friends list and posts connections.

### Lists

We mentioned earlier that the friends field should return a list of User types. Let’s take baby steps towards that goal and return a simple list of IDs for now.

First let’s edit our UserType. Open up types.js and a new friends field:

about: {

type: **new** GraphQLNonNull(GraphQLString)

},

friends: {

type: **new** GraphQLList(GraphQLID),

resolve(source) {

**return** loaders.getFriendIdsForUser(source).then((rows) => {

**return** rows.map((row) => {

**return** tables.dbIdToNodeId(row.user\_id\_b, row.\_\_tableName);

});

})

}

}

We set the friends field to return a GraphQLList of IDs. GraphQLList works similarly to the GraphQLNonNull we saw earlier, wrapping an inner type in its constructor. Inside resolve we invoke a new loader (to-be-written), and then coerce its results to the globally-unique IDs we expect.

Add an import at the top of the file to prepare for our new loader:

**import** \* as tables from './tables';

**import** \* as loaders from './loaders';

Edit loaders.js with that new getFriendIdsForUser function:

**export const** getFriendIdsForUser = (userSource) => {

**const** table = tables.usersFriends;

**const** query = table

.select(table.user\_id\_b)

.where(table.user\_id\_a.equals(userSource.id))

.toQuery();

**return** database.getSql(query).then((rows) => {

rows.forEach((row) => {

row.\_\_tableName = tables.users.getName();

});

**return** rows;

});

};

That’s all the new code we have to write - fire up GraphiQL and run this query:

{

node(id:"users:4") {

id

... on User {

name

friends

}

}

}

Confirm that your results are equal to this:

{

"data": {

"node": {

"id": "users:4",

"name": "Roger",

"friends": [

"users:1",

"users:3",

"users:2"

]

}

}

}

### Performance: Look-Ahead Optimizations

This is great, but there’s some sneaky business going on under-the-hood that we should explore.

When we resolve the original node field, that executes one database query (loaders.getNodeById).

Then after that node is resolved, we execute another database query (loaders.getFriendIdsForUser). If you extend this pattern to a larger application, you can imagine lots of database queries getting fired - at worst, one per field. But we know that in SQL it’s possible to express these two queries with one efficient SQL query.

It turns out the GraphQL library provides a way of doing these sort of optimizations, where we want to “look ahead” at the rest of the GraphQL query and perform more efficient resolution calls. It may not be appropriate to do this in every case, but certain products and workloads may benefit tremendously.

Open up server.js and let’s do a bit of work on the node field’s resolve function. Aside from source and args, GraphQL passes two more variables to resolve: context and info. We’ll use context later to help with authentication and authorization; info is a bag of objects, including an abstract syntax tree (AST) of the entire GraphQL query. We’ll do a simple traversal of the AST and determine if we should run a more efficient loader:

node: {

type: NodeInterface,

args: {

id: {

type: **new** GraphQLNonNull(GraphQLID)

}

},

resolve(source, args, context, info) {

**let** includeFriends = **false**;

**const** selectionFragments = info.fieldASTs[0].selectionSet.selections;

**const** userSelections = selectionFragments.filter((selection) => {

**return** selection.kind === 'InlineFragment' &&

selection.typeCondition.name.value === 'User';

})

userSelections.forEach((selection) => {

selection.selectionSet.selections.forEach((innerSelection) => {

**if** (innerSelection.name.value === 'friends') {

includeFriends = **true**;

}

});

});

**if** (includeFriends) {

**return** loaders.getUserNodeWithFriends(args.id);

}

**else** {

**return** loaders.getNodeById(args.id);

}

}

}

There’s a lot happening as we traverse the AST, and we won’t go into detail on most of the specifics. If you end up performing these look-ahead optimizations in your code, you can console.log each level of the tree and determine what information you can access.

Essentially we look for User fragments on the node field’s selection set, and determine if the fragment accesses the friends field. If it does, then we run a new loader; else, we fall back to the original loader.

Now let’s take a look at the new loaders.getUserNodeWithFriends function:

**export const** getUserNodeWithFriends = (nodeId) => {

**const** { tableName, dbId } = tables.splitNodeId(nodeId);

**const** query = tables.users

.select(tables.usersFriends.user\_id\_b, tables.users.star())

.from(

tables.users.leftJoin(tables.usersFriends)

.on(tables.usersFriends.user\_id\_a.equals(tables.users.id))

)

.where(tables.users.id.equals(dbId))

.toQuery();

**return** database.getSql(query).then((rows) => {

**if** (!rows[0]) {

**return undefined**;

}

**const** \_\_friends = rows.map((row) => {

**return** {

user\_id\_b: row.user\_id\_b,

\_\_tableName: tables.users.getName()

}

});

**const** source = {

id: rows[0].id,

name: rows[0].name,

about: rows[0].about,

\_\_tableName: tableName,

\_\_friends: \_\_friends

};

**return** source;

});

};

This starts getting a bit complicated, and very specific to this product and the frameworks we chose which is a common pattern when working on performance optimizations. Our SQL query now grabs all of the friends and the user’s profile simultaneously, eliminating a database round-trip. We then load those friends into a \_\_friends property (we’ve chosen to continue the \_\_ prefix for “private” properties), and can access it inside of types.js:

friends: {

type: **new** GraphQLList(GraphQLID),

resolve(source) {

**if** (source.\_\_friends) {

**return** source.\_\_friends.map((row) => {

**return** tables.dbIdToNodeId(row.user\_id\_b, row.\_\_tableName);

});

}

**return** loaders.getFriendIdsForUser(source).then((rows) => {

**return** rows.map((row) => {

**return** tables.dbIdToNodeId(row.user\_id\_b, row.\_\_tableName);

});

})

}

}

Other applications might perform look-ahead optimizations differently - instead of making globbing multiple SQL queries into one, they might warm a cache in the background. The important takeaway is that resolve accepts many arguments which let you short-circuit the usual recursive resolution flow.

### Lists Continued

Our friends field returns a complete list of IDs (performantly, might I add), but what we really want is a list to their full User types. For large lists, we’d probably want to use an idiomatic GraphQL connection (which we’ll implement soon) but we’ll allow the friends field to return all entries on each query.

We’ll start by removing the logic we added for performance optimization. Since our application is about to change a bit, we can revisit performance once its capabilities have stabilized.

resolve(source, args, context, info) {

**return** loaders.getNodeById(args.id);

}

Next we need to change the type returned by our friends field to a list of User. Since we already have a loader for loading arbitrary nodes by ID, there’s not much code we need to write:

**export const** UserType = **new** GraphQLObjectType({

name: 'User',

interfaces: [ NodeInterface ],

*// Note that this is now a function*

fields: () => {

**return** {

id: {

type: **new** GraphQLNonNull(GraphQLID),

resolve: resolveId

},

name: { type: **new** GraphQLNonNull(GraphQLString) },

about: { type: **new** GraphQLNonNull(GraphQLString) },

friends: {

type: **new** GraphQLList(UserType),

resolve(source) {

**return** loaders.getFriendIdsForUser(source).then((rows) => {

**const** promises = rows.map((row) => {

**const** friendNodeId = tables.dbIdToNodeId(row.user\_id\_b,

row.\_\_tableName);

**return** loaders.getNodeById(friendNodeId);

});

**return** Promise.all(promises);

})

}

}

};

}

});

We now set the friends type to GraphQLList(UserType). Because of how JavaScript variable hoisting works, we have to change the fields property to a function instead of an object in order to pick up a “recursive” type definition (where a type returns a field of itself). We invoke loaders.getNodeById on all of the IDs we previously retrieved and voila! Restart your server and execute this kind of query in GraphiQL:

{

node(id:"users:4") {

... on User {

friends {

id

about

name

}

}

}

}

Which should return this data:

{

"data": {

"node": {

"friends": [

{

"id": "users:1",

"about": "Sports!",

"name": "Harry"

},

{

"id": "users:3",

"about": "Love books",

"name": "Hannah"

},

{

"id": "users:2",

"about": "I'm the best",

"name": "David"

}

]

}

}

}

You can even go a step further and query the friends of friends!

## Connections

Now we want to implement idiomatic connection fields. Instead of returning a simple list, we’re going to return a more complicated (but powerful) structure. Although there is additional work, connections fields are most appropriate for lists that would otherwise be large or unbounded. It might be prohibitive or wasteful to return a huge list in one query, so GraphQL schemas prefer to break up these fields into smaller paginated chunks.

Instead of using literal page numbers, recall from the last chapter that idiomatic GraphQL uses opaque strings called cursors. Cursors are more resilient to real-time changes to your data, which might lead to duplicates in simple page-based systems. The pageInfo field of a connection gives metadata to help with making new requests, while the edges field will hold the actual data for each item.

Instead of the previous query which used lists for friends, we want something like this for posts:

{

node(id:"users:1") {

... on User {

posts(first: 1) {

pageInfo {

hasNextPage

hasPreviousPage

startCursor

endCursor

}

edges {

cursor

node {

id

body

}

}

}

}

}

}

Instead of just returning a list of PostType, the posts field will now return a PostsConnection type.

Define the PageInfo, PostEdge, and PostsConnection types in your types.js, in addition to importing more types from the graphql library:

**import** {

GraphQLInterfaceType,

GraphQLObjectType,

GraphQLID,

GraphQLString,

GraphQLNonNull,

GraphQLList,

GraphQLBoolean, GraphQLInt,

} from 'graphql';

**const** PageInfoType = **new** GraphQLObjectType({

name: 'PageInfo',

fields: {

hasNextPage: {

type: **new** GraphQLNonNull(GraphQLBoolean)

},

hasPreviousPage: {

type: **new** GraphQLNonNull(GraphQLBoolean)

},

startCursor: {

type: GraphQLString,

},

endCursor: {

type: GraphQLString,

}

}

});

**const** PostEdgeType = **new** GraphQLObjectType({

name: 'PostEdge',

fields: () => {

**return** {

cursor: {

type: **new** GraphQLNonNull(GraphQLString)

},

node: {

type: **new** GraphQLNonNull(PostType)

}

}

}

});

**const** PostsConnectionType = **new** GraphQLObjectType({

name: 'PostsConnection',

fields: {

pageInfo: {

type: **new** GraphQLNonNull(PageInfoType)

},

edges: {

type: **new** GraphQLList(PostEdgeType)

}

}

}

These are mostly just type definitions with no inherent resolve functions for now. Different applications will have different ways and patterns for resolving connections, so don’t consider some of the implementation details here as the gospel for your own work.

Now we need to hook up our UserType to the new types we created and actually create the posts field.

}

},

posts: {

type: PostsConnectionType,

args: {

after: {

type: GraphQLString

},

first: {

type: GraphQLInt

},

},

resolve(source, args) {

**return** loaders.getPostIdsForUser(source, args).then(({ rows, pageInfo

}) => {

**const** promises = rows.map((row) => {

**const** postNodeId = tables.dbIdToNodeId(row.id, row.\_\_tableName);

**return** loaders.getNodeById(postNodeId).then((node) => {

**const** edge = {

node,

cursor: row.\_\_cursor,

};

**return** edge;

});

});

**return** Promise.all(promises).then((edges) => {

**return** {

edges,

pageInfo

}

});

})

}

}

};

}

});

This should look familiar to how we implement our friends field, aside from the new arguments. Remember that this field does not return a list of PostType - it returns a PostsConnectionType, which is an object with pageInfo and edges keys.

We use a new loader method, getPostIdsForUser, and pass it the args to our resolver. We’ll implement this loader very soon, and it will not only return the associated rows but also a pageInfo structure that corresponds to the PageInfoType. We then load the nodes for each of the identifiers and create the wrap them into a PostEdgeType with the row’s cursor.

There are ways to make this more efficient at the JavaScript and database levels, but for now let’s focus on making our code work by implementing getPostIdsForUser.

This loader will determine what data to fetch based on the pagination arguments and what cursors to assign the rows returned. The algorithm for slicing and pagination through your data based on the arguments is rather complex when supporting all possibilities, and you can read about it in detail in the [Relay specification](https://facebook.github.io/relay/graphql/connections.htm#sec-Pagination-algorithm)[[13]](#footnote-13). For brevity, we’re only going to support the after and first arguments.

We start by defining the new function and parsing the arguments:

**export const** getPostIdsForUser = (userSource, args) => {

**let** { after, first } = args;

**if** (!first) {

first = 2;

}

In other words, if the user does not supply an argument for first, then we will return two posts. Then we start to construct our SQL query:

**const** table = tables.posts;

**let** query = table

.select(table.id, table.created\_at)

.where(table.user\_id.equals(userSource.id))

.order(table.created\_at.asc)

.limit(first + 1);

We grab first + 1 rows as a cheap method to determine if there are any more rows beyond what the user wants. Our query is ordered by created\_at ASC, which is important in order to get deterministic data upon successive queries.

Next we account for an after cursor that may be passed:

**if** (after) {

*// parse cursor*

**const** [id, created\_at] = after.split(':');

query = query

.where(table.created\_at.gt(after))

.where(table.id.gt(id));

Our cursors in this example are strings composed of row IDs and row dates. Generally cursors will be based upon some date in most systems, since keeping IDs as incrementing integers is less common when working with high scale data.

We can finally execute our database query:

**return** database.getSql(query.toQuery()).then((allRows) => {

**const** rows = allRows.slice(0, first);

rows.forEach((row) => {

row.\_\_tableName = tables.posts.getName();

row.\_\_cursor = row.id + ':' + row.created\_at;

Remember that we actually queried one more row than the user requested, which is why we have to slice the rows returned. We also construct the cursor for each row and set the \_\_tableName property so that our future JOIN queries will work.

Now that we have our rows, we execute it and start to create our pageInfo object:

**const** hasNextPage = allRows.length > first;

**const** hasPreviousPage = **false**;

**const** pageInfo = {

hasNextPage: hasNextPage,

hasPreviousPage: hasPreviousPage,

};

**if** (rows.length > 0) {

pageInfo.startCursor = rows[0].\_\_cursor;

pageInfo.endCursor = rows[rows.length - 1].\_\_cursor;

}

Keeping a reference to allRows lets us calculate hasNextPage; because we don’t support the before and last arguments, we always set hasPreviousPage to false. Setting startCursor and endCursor is as simple as grabbing the first and last elements of our rows array.

We return both the rows and pageInfo objects to finish the loader - finally! Restart your server and try the query we described at the start of the section:

{

node(id:"users:1") {

... on User {

posts(first: 1) {

pageInfo {

hasNextPage

hasPreviousPage

startCursor

endCursor

}

edges {

cursor

node {

id

body

}

}

}

}

}

}

In response you should get the first post by this user:

{

**"data"**: {

**"node"**: {

**"posts"**: {

**"pageInfo"**: {

**"hasNextPage"**: **true**,

**"hasPreviousPage"**: **false**,

**"startCursor"**: "1:2016-04-01",

**"endCursor"**: "1:2016-04-01"

},

**"edges"**: [

{

**"cursor"**: "1:2016-04-01",

**"node"**: {

**"id"**: "posts:1",

**"body"**: "The team played a great game today!"

}

}

]

}

}

}

}

See that endCursor? Now try running a query with that cursor as the after value:

{

node(id:"users:1") {

... on User {

posts(first: 1, after:"1:2016-04-01") {

pageInfo {

hasNextPage

hasPreviousPage

startCursor

endCursor

}

edges {

cursor

node {

id

body

}

}

}

}

}

}

This returns the next (and final, judging from hasNextPage) post in the series:

{

**"data"**: {

**"node"**: {

**"posts"**: {

**"pageInfo"**: {

**"hasNextPage"**: **false**,

**"hasPreviousPage"**: **false**,

**"startCursor"**: "2:2016-04-02",

**"endCursor"**: "2:2016-04-02"

},

**"edges"**: [

{

**"cursor"**: "2:2016-04-02",

**"node"**: {

**"id"**: "posts:2",

**"body"**: "Honestly I didn't do so well at yesterday's

game, but everyone else did."

}

}

]

}

}

}

}

Congratulations, you’ve now implemented cursor-based pagination! You might be able to use simple lists for static data, but using cursors prevents all kinds of frontend bugs and complexity for data that updates relatively often. It also allows you to leverage Relay’s understanding of pagination and build paginated or infinite-scrolling UIs very quickly.

### Authentication

Earlier we noted that in our social network the friendships have “levels,” which posts should respect. For example, if a post has a level of friend, then only my friends with a level of friend or higher (instead of acquaintance or a lower level) should see it.

This topic is generally referred to as authorization. GraphQL has no inherit notion or opinions on authorization, which makes it quite flexible for implementing controls on who can see what data in your schemas. This also means you need to take care to ensure that youâ€™re not accidentally exposing data that should be hidden to the user.

We’re going to add a small authentication layer to our server, which verifies that the GraphQL query is allowed to be processed, as well as the authorization logic to control who can see the different posts. The techniques we’ll use are definitely not the only ways to implement these features with GraphQL, but should spark some ideas that might apply to your product.

For authentication, we’re going to use [HTTP basic authentication](https://en.wikipedia.org/wiki/Basic_access_authentication)[[14]](#footnote-14). There are a myriad of protocols for authentication, such as OAuth, JSON web tokens, and cookies, and the choice is ultimately very unique to each product. HTTP basic auth is fairly simple to add to our current NodeJS server, which is the primary reason in this case.

First, install the basic-auth-connect package, which provides a very simple API to allow certain credentials access:

**$ npm i basic-auth-connect@1.0.0 --save --save-exact**

Then in our server code, import the module:

**import** express from 'express';

**import** basicAuth from 'basic-auth-connect';

**const** app = express();

Right before we add our GraphQL endpoint, add a new call to app.use. Remember that Express will trigger each app.use function in the order they are added - if we put the new basicAuth function after our graphqlHTTP function, the ordering would be incorrect.

app.use(basicAuth(**function**(user, pass) {

**return** pass === 'mypassword1';

}));

app.use('/graphql', graphqlHTTP({ schema: Schema, graphiql: **true** }));

For now, we’ll allow any user with the right password. Restart your server and try running this cURL command to test a simple query:

$ curl -XPOST -H 'content-type:application/graphql' http://localhost:3000/graphql -d '{ node(id:"users:4") { id } }'

Unauthorized

Since we didn’t specify a username or password, our query fails. Try this next command to correctly pass our credentials:

$ curl -XPOST -H 'content-type:application/graphql' --user 1:mypassword1 http://localhost:3000/graphql -d '{ node(id:"users:4") { id } }'

{"data":{"node":{"id":"users:4"}}}

Great, now our authentication is working. You can also try this in Chrome and Firefox, which allow a GUI for entering the username and password.

The important concept here is that authentication is generally decoupled from a GraphQL schema. It’s definitely possible to pass the username and password into a GraphQL query to authenticate the user (over HTTPS of course), but idiomatic GraphQL tends to separate the concerns.

### Authorization

Now, onto tackling authorization. Remember in the last chapter we brought up the idea of a viewer field, which represents the logged-in users node in the data graph. We’re going to add that field to our schema and allow our resolution code to be aware of the viewer’s permissions.

By using basic-auth-connect, we can access to a user property on every Express request.

The specifics on how you determine the user making each request will vary depending on your authentication library, but we simple need to take that request.user property and forward to our GraphQL resolver:

app.use('/graphql', graphqlHTTP((req) => {

**const** context = 'users:' + req.user;

**return** { schema: Schema, graphiql: **true**, context: context, pretty: **true** };

}));

Instead of always returning the same schema and graphiql settings for all requests, we now return a different configuration object for each GraphQL query. This new configuration has the context property set to the username, like the user1 from the example earlier.

The next question is how do we access that context inside our GraphQL fields? Recall from earlier in the chapter that each resolve function gets passed some arguments. We’ve become very familiar with the args argument, but it turns out the context is also passed.

Here’s how we add the viewer field with that knowledge:

**const** RootQuery = **new** GraphQLObjectType({

name: 'RootQuery',

description: 'The root query',

fields: {

viewer: {

type: NodeInterface,

resolve(source, args, context) {

**return** loaders.getNodeById(context);

}

},

If you restart your server, you should be able to cURL the endpoint like so:

$ curl -XPOST -H 'content-type:application/graphql' --user 1:mypassword1 http://localhost:3000/graphql -d '{ viewer { id } }'

{

"data": {

"viewer": {

"id": "users:1"

}

}

}

You can explore using the ... on User inline fragment to query more properties. We are able to provide this sort of consistent API with minimal code changes because we modeled our application data as a graph - neat!

Not only can top-level viewer field access the context, but all resolve functions have access, regardless of their depth in the hierarchy. This makes it very simple to add authorization checks to our posts field.

We start by forwarding the context argument in our resolve function:

resolve(source, args, context) {

**return** loaders.getPostIdsForUser(source, args, context).then(({ rows, pageInfo }) => {

GraphQL schemas should not handle authorization logic directly, which is likely to duplicate logic from your main codebase. Instead, that responsibility should fall into the underlying data loading libraries or services, as we show here.

Inside our getPostIdsForUser, we need to load each post’s level from the database before we can use it. All we have to do is add it to our select arguments:

**let** query = table

.select(table.id, table.created\_at, table.level)

.where(table.user\_id.equals(userSource.id))

.order(table.created\_at.asc)

.limit(first + 10);

In addition to running the database query to get all of the posts, we’re also going to run another query to get all of the user access levels for our context. We’ll use that list of levels to filter down the results our database query.

**return** Promise.all([

database.getSql(query.toQuery()),

getFriendshipLevels(context)

]).then(([ allRows, friendshipLevels ]) => {

allRows = allRows.filter((row) => {

**return** canAccessLevel(friendshipLevels[userSource.id], row.level);

});

**const** rows = allRows.slice(0, first);

We’re referencing two new functions that have yet to be implemented, getFriendshipLevels and canAccessLevel. Before we get to that, note that this does potentially introduce a bug into our system. We were calculating hasNextPage based on the length of allRows, but now allRows can be truncated depending on privacy settings. This highlights some of the complexity of systems that are highly aware of authorization; a naive mitigation of this is to just read more rows eagerly from the database, which we changed above (first + 10).

The getFriendshipLevels definition is similar to our other queries:

**const** getFriendshipLevels = (nodeId) => {

**const** { dbId } = tables.splitNodeId(nodeId);

**const** table = tables.usersFriends;

**let** query = table

.select(table.star())

.where(table.user\_id\_a.equals(dbId));

**return** database.getSql(query.toQuery()).then((rows) => {

**const** levelMap = {};

rows.forEach((row) => {

levelMap[row.user\_id\_b] = row.level;

});

**return** levelMap;

});

};

At the end we transform the array of rows into an object for a slightly more efficient API (you can also implement this transformation using a single reduce function if you’d like).

The last piece is canAccessLevel. Because our privacy settings are totally linear, we can represent the settings as an array and use the indices as a simple comparison:

**const** canAccessLevel = (viewerLevel, contentLevel) => {

**const** levels = ['public', 'acquaintance', 'friend', 'top'];

**const** viewerLevelIndex = levels.indexOf(viewerLevel);

**const** contentLevelIndex = levels.indexOf(contentLevel);

**return** viewerLevelIndex >= contentLevelIndex;

};

That all wasn’t too bad, was it? We can test this out with some queries. Login as user 1 (so username 1 and password mypassword1) and run this query:

{

node(id:"users:2") {

... on User {

posts {

edges {

node {

id

... on Post {

body

}

}

}

}

}

}

}

In return, you’ll see no posts. This is because our context (user 1) is not friends with the node we’re accessing (user 2), and their posts have a level of friend.

Now open an incognito window, login as user 5, run that same query. You’ll see a post!

{

**"data"**: {

**"node"**: {

**"posts"**: {

**"edges"**: [

{

**"node"**: {

**"id"**: "posts:3",

**"body"**: "Hard at work studying for finals..."

}

}

]

}

}

}

}

This is because user 5 is actually a friend of user 2.

This is a simple example, but highlights a few points about GraphQL.

* + GraphQL server libraries typically allow you to forward on some kind of query-level context
  + Your GraphQL schema code should not concern itself with authorization logic, instead deferring to your underlying data code

We’ve been reading data from our server for a bit, but now we should try out changing some of it with mutations.

### Rich Mutations

There’s only so much your application can do if it can only read data from the server - more often than not, we have to upload some new data. Recall from the last chapter that in GraphQL, we call these updates mutations.

We’re going to add a mutation to our schema which creates a new post. The field will have a string arguments for the post body and a friendship privacy level, and it will allow us to query more information about the resulting post object.

Earlier in this chapter we added a simple key-value mutation in our server.js file. Let’s update that definition to use the arguments and types we expect for creating a new post:

**import** { GraphQLSchema, GraphQLObjectType, GraphQLString,

GraphQLNonNull, GraphQLID, GraphQLEnumType } from 'graphql';

**const** LevelEnum = **new** GraphQLEnumType({

name: 'PrivacyLevel',

values: {

PUBLIC: {

value: 'public'

},

ACQUAINTANCE: {

value: 'acquaintance'

},

FRIEND: {

value: 'friend'

},

TOP: {

value: 'top'

}

}

});

**const** RootMutation = **new** GraphQLObjectType({

name: 'RootMutation',

description: 'The root mutation',

fields: {

createPost: {

type: PostType,

args: {

body: {

type: **new** GraphQLNonNull(GraphQLString)

},

level: {

type: **new** GraphQLNonNull(LevelEnum),

}

},

resolve(source, args, context) {

**return** loaders.createPost(args.body, args.level, context).then((nodeId) => {

**return** loaders.getNodeById(nodeId);

});

}

}

}

});

First we instantiate a new kind of object, a GraphQLEnumType. We only briefly mentioned the Enum GraphQL type in previous chapter, but it works similarly to how enums work in many programming languages. Because our level argument should only be one of a fixed amount of options, we enforce that contract at the schema level with an enum. By convention, enums in GraphQL are ALL\_CAPS.

After creating our enum, we use it in the args property of our new createPost mutation. Note that in addition to the arguments, createPost has a type of PostType, which means we eventually need to return a post object after performing our mutating code. That work is actually deferred to a new createPost loader, which looks like this:

**export const** createPost = (body, level, context) => {

**const** { dbId } = tables.splitNodeId(context);

**const** created\_at = **new** Date().toISOString().split('T')[0];

**const** posts = [{ body, level, created\_at, user\_id: dbId }];

**let** query = tables.posts.insert(posts).toQuery();

**return** database.getSql(query).then(() => {

**return** database.getSql({ text: 'SELECT last\_insert\_rowid() AS id FROM posts'});

}).then((ids) => {

**return** tables.dbIdToNodeId(ids[0].id, tables.posts.getName());

});

};

This is mostly specific to our SQLite database, but you can imagine how this would work in other frameworks or data stores. We construct our database row, insert it, and then retrieve the newly inserted ID.

If you open up GraphiQL, you should be able to give this mutation a try:

mutation {

createPost(body:"First post!", level:PUBLIC) {

id

body

}

}

In the wild, you may run into more complex scenarios for updating data such as uploading files.

The specifics will depend on what server language and library you use, but it’s supported with

Relay and GraphQL-JS. The [Relay documentation](https://facebook.github.io/relay/docs/api-reference-relay-mutation.html#getfiles)[[15]](#footnote-15)[[16]](#footnote-16) discusses how files are handled, and you can find [examples elsewhere1](http://stackoverflow.com/a/35585482)34 of how to leverage those within your GraphQL schema.

### Relay and GraphQL

The “Facebook-lite” schema we’ve developed may be small, but it should give you an idea of how to structure common operations in a GraphQL server. It also happens to be compatible with [Relay1](https://facebook.github.io/relay/)35, Facebook’s frontend React library for working with a GraphQL server.

In addition to publishing Relay itself, Facebook publishes a library to help you more easily construct a Relay-compatible GraphQL server with Node. This [GraphQL-Relay-JS](https://github.com/graphql/graphql-relay-js)[[17]](#footnote-17) package reduces much of the boilerplate we’ve experienced, especially for some of Relay’s more powerful features.

You should read over the docs for all the details, but we’re briefly going to convert some of our code to use this library. First we need to install it via npm:

$ npm install graphql-relay@0.4.1 --save --save-exact

GraphQL-Relay is particularly helpful with connection fields.

Although we only had one proper connection field in our schema (posts), you can imagine that repeating the types and code for each connection in a larger app would become tiresome. Luckily, all we need is a quick import:

**import** {

connectionDefinitions

} from 'graphql-relay';

Then delete all of our existing connection types, so that we skip straight to the UserType:

**const** resolveId = (source) => {

**return** tables.dbIdToNodeId(source.id, source.\_\_tableName);

};

**export const** UserType = **new** GraphQLObjectType({

name: 'User',

And at the very bottom, add this one-liner to define PostsConnectionType:

**const** { connectionType: PostsConnectionType } = connectionDefinitions({ nodeType\

: PostType });

Internally, this generates all the types we crafted by hand - PageInfo, PostEdge, and PostConnection.

You can confirm this if you load up the GraphiQL documentation:
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GraphQL Relay

In addition to connections, the GraphQL-Relay library also has functions for simplifying how [node types are structured](https://github.com/graphql/graphql-relay-js#object-identification)[[18]](#footnote-18) and [working with Relay-compatible mutations](https://github.com/graphql/graphql-relay-js#mutations)[[19]](#footnote-19). We’ll explore this more in the upcoming Relay chapter, but Relay imposes some rules on how mutations work, similar to the way that certain types and arguments required for connections.

None of the GraphQL server changes required for Relay are specific to GraphQL-JS or JavaScript in general. Any language GraphQL server can be made compatible with Relay, and hopefully this chapter has made you more familiar with the basic building blocks of any GraphQL schema.

### Performance: N+1 Queries

Now that our schema has settled, we can reconsider performance. Before we dive in, remember that the performance needs of different products can be incredibly disparate. Engineers should carefully consider the costs and benefits of writing code that is more performant at the risk of additional complexity.

Let’s consider a query like this:

{

node(id:"users:4") {

... on User {

friends {

edges {

node {

id

about

name

}

}

}

}

}

}

Under the hood, our current GraphQL resolution code will trigger one database query to get the node for "users:4", one query to get the list of friend IDs, and N database queries for each of the friends edges. This is commonly referred to as the [N+1 Query Problem](https://secure.phabricator.com/book/phabcontrib/article/n_plus_one/)[[20]](#footnote-20) and can easily occur using any web framework or ORM. You can imagine that for a slow database or a large number of edges, this will cause degraded performance. We can visualize this with the following raw SQL:

**SELECT** "users".\* **FROM** "users" **WHERE** ("users"."id" = 4) **LIMIT** 1

**SELECT** "users\_friends"."user\_id\_b" **FROM** "users\_friends" **WHERE** ("users\_friends"."\

user\_id\_a" = 4)

**SELECT** "users".\* **FROM** "users" **WHERE** ("users"."id" = 1) **LIMIT** 1

**SELECT** "users".\* **FROM** "users" **WHERE** ("users"."id" = 3) **LIMIT** 1

**SELECT** "users".\* **FROM** "users" **WHERE** ("users"."id" = 2) **LIMIT** 1

In a perfect world, we would only need two database queries: one to retrieve the initial node, and then one to retrieve all of the friends in one query (or within whatever paging limits we need) - in other words, we batch all of the queries for friends. Something more like this would not:

**SELECT** "users".\* **FROM** "users" **WHERE** ("users"."id" = 4) **LIMIT** 1

**SELECT** "users\_friends"."user\_id\_b" **FROM** "users\_friends" **WHERE** ("users\_friends"."\

user\_id\_a" = 4)

**SELECT** "users".\* **FROM** "users" **WHERE** ("users"."id" **in** (1, 3, 2)) **LIMIT** 3

Consider how loading a user works: it’s a call to loaders.getNodeById. Currently that function immediately triggers a database query, but what if we could “wait” for some small amount of time, collect node IDs that need to be loaded, and then trigger a database query like the one above? GraphQL and JavaScript enable intuitive techniques for batching alike queries, which we’ll implement.

Facebook maintains a library called [DataLoader](https://github.com/facebook/dataloader)[[21]](#footnote-21) to help, which is a generic JavaScript library independent of React or GraphQL. You use the library to create loaders, which are objects that automatically batch fetching of similar data.

For example, you would instantiate a UserLoader to load users from the database:

**const** UserLoader = **new** DataLoader((userIds) => {

**const** query = table

.select(table.star())

.where(table.id.**in**(userIds))

.toQuery();

**return** database.getSql(query.toQuery());

});

*// elsewhere, loading a single user*

**function** resolveUser(userId) {

**return** UserLoader.load(userId);

}

Notice how UserLoader.load takes a single userId as an argument, but the argument to it’s internal function is an array of userIds. This means if we call UserLoader.load from multiple places in rapid succession, we have the option of crafting a more efficient database query.

In our app, most of our code touches loaders.getNodeById which makes it a strong candidate for automatic batching. None of the code that invokes getNodeById has to change; instead, we’re going to internally batch node fetches using DataLoader.

First, install DataLoader from npm:

$ npm install dataloader@1.2.0 --save --save-exact

Now onto our changes to loaders.js. We’re going to make one data loader per table, which is a reasonable way to start optimizing. The code starts like this:

**import** \* as database from './database';

**import** \* as tables from './tables';

**import** DataLoader from 'dataloader';

**const** createNodeLoader = (table) => {

**return new** DataLoader((ids) => {

**const** query = table

.select(table.star())

.where(table.id.**in**(ids))

.toQuery();

**return** database.getSql(query).then((rows) => {

rows.forEach((row) => {

row.\_\_tableName = table.getName();

});

**return** rows;

});

});

};

Our createNodeLoader is a factory function which returns a new instance of DataLoader. We craft a query of the form SELECT \* FROM $TABLE WHERE ID IN($IDS), which lets us select multiple nodes with a single query.

Now we need to invoke our factory function, which we’ll store in a constant:

**const** nodeLoaders = {

users: createNodeLoader(tables.users),

posts: createNodeLoader(tables.posts),

usersFriends: createNodeLoader(tables.usersFriends),

};

Finally, we change our definition of getNodeById to use the appropriate loader:

**export const** getNodeById = (nodeId) => {

**const** { tableName, dbId } = tables.splitNodeId(nodeId);

**return** nodeLoaders[tableName].load(dbId);

};

If you open up GraphiQL and try this query, you’ll notice the SQL logs in the server console are appropriately batching our database fetches:

{

user3: node(id:"users:3") {

id

}

user4: node(id:"users:4") {

id

}

}

$ node index.js

{ starting: true }

{ running: true }

SELECT "users".\* FROM "users" WHERE ("users"."id" IN ($1, $2))

[ '3', '4' ]

Note that our higher-level GraphQL schema code is totally unaware of this optimization and didn’t have to change at all. In general, you should prefer keeping optimizations at the loader and data service level so all consumers can enjoy the benefits.

DataLoader is simple but powerful tool. Although we showed off its batching abilities, it can also act as a cache - if you’d like to learn more, check out its [documentation](https://github.com/facebook/dataloader#getting-started)[[22]](#footnote-22) and consider watching [this talk by its maintainer](https://www.youtube.com/watch?v=OQTnXNCDywA)[[23]](#footnote-23).
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